**C-DAC Mumbai Date 29/09/2024**

**Subject: Algorithm and Data Structure**

**Assignment 3**

**Solve the assignment with following thing to be added in each question.**

-Program

-Flow chart

-Explanation

-Output

-Time and Space complexity

Submission Date: 01/10/2024

**1. Implement a Stack using an array.**

* **Test Case 1**:  
  Input: Push 5, 3, 7, Pop  
  Output: Stack = [5, 3], Popped element = 7
* **Test Case 2**:  
  Input: Push 10, Push 20, Pop, Push 15  
  Output: Stack = [10, 15], Popped element = 20

Program: class ArrayStack{

static final int max=100;

int top;

int a[] = new int[max];

boolean isEmpty()

{

return(top<0);

}

ArrayStack()

{

top=-1;

}

boolean push(int x)

{

if(top>=(max-1)){

System.out.println("Stack Overflow");

return false;

}

else{

a[++top]=x;

return true;

}

}

int pop()

{

if(top<0)

{

System.out.println("Stack Underflow");

return 0;

}

return a[top--];

}

void display(){

System.out.print("[");

for(int i = 0;i<=top;i++){

System.out.print(""+ a[i]);

if(i<top){

System.out.print(", ");

}

}

System.out.print("]");

}

}

class Main {

public static void main(String args[])

{

ArrayStack s = new ArrayStack();

s.push(5);

s.push(3);

s.push(7);

System.out.print("Stack =" );

int a=s.pop();

s.display();

System.out.println(" Popped element ="+a);

}

}

Output:
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**Explanation:**

1.Initialize an array to represent the stack.

2.Use the end of the array to represent the top of the stack.

3.Implement push (add to end), pop (remove from the end), and Display operations, push operation will handle empty and full stack conditions.

Time Complexity: O(1)

Space Complexity: O(n)

**2. Check for balanced parentheses using a stack.**

* **Test Case 1**:  
  Input: "({[()]})"  
  Output: Balanced
* **Test Case 2**:  
  Input: "([)]"  
  Output: Not Balanced

**Explaination:**

* Initialize an empty stack.
* Iterate i from 0 to length(expression).
* Store the current character in a variable ‘ch’.
* If stack is empty: Push ‘ch’ to the stack
* Else if current character is a closing bracket and of the top of the stack contains an opening bracket of the same type then remove the top of the stack: Else, push ‘ch’ to the stack
* If the stack is empty, return true, else false

Program:

import java.util.\*;

public class test {

public static boolean balancedParenthesis(String str) {

Stack stack = new Stack();

for (int i = 0; i < str.length(); i++) {

char x = str.charAt(i);

if (x == '(' || x == '[' || x == '{') {

stack.push(x);

continue;

}

if (stack.isEmpty()) return false;

char check;

switch (x) {

case ')':

check = (char) stack.pop();

if (check == '{' || check == '[') return false;

break;

case '}':

check = (char) stack.pop();

if (check == '(' || check == '[') return false;

break;

case ']':

check = (char) stack.pop();

if (check == '(' || check == '{') return false;

break;

}

}

return (stack.isEmpty());

}

public static void main(String[] args) {

String str = "({[()]})";

if (balancedParenthesis(str))

System.out.println("Balanced");

else

System.out.println("not Balanced");

}

}

Output:
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Time complexity: O(n)

Space Complexity: O(n)

**3. Reverse a string using a stack.**

* **Test Case 1**:  
  Input: "hello"  
  Output: "olleh"
* **Test Case 2**:  
  Input: "world"  
  Output: "dlrow"

**Explanation:**

**import java.util.\*;**

**class Stack**

**{**

**int size;**

**int top;**

**char[] a;**

**boolean isEmpty()**

**{**

**return (top < 0);**

**}**

**Stack(int n)**

**{**

**top = -1;**

**size = n;**

**a = new char[size];**

**}**

**boolean push(char x)**

**{**

**if (top >= size)**

**{**

**System.out.println("Stack Overflow");**

**return false;**

**}**

**else**

**{**

**a[++top] = x;**

**return true;**

**}**

**}**

**char pop()**

**{**

**if (top < 0)**

**{**

**System.out.println("Stack Underflow");**

**return 0;**

**}**

**else**

**{**

**char x = a[top--];**

**return x;**

**}**

**}**

**}**

**public class revStack**

**{**

**public static String reverseString(String str)**

**{**

**String reversedString = "";**

**int lenghOfString = str.length();**

**Stack stack = new Stack(lengthOfString);**

**for (int i = 0; i < lengthOfString; i++) {**

**stack.push(str.charAt(i));**

**}**

**for (int i = 0; i < lengthOfString; i++)**

**{**

**char ch = stack.pop();**

**reversedString = reversedString+ ch;**

**}**

**return reversedString;**

**}**

**public static void main(String args[])**

**{**

**String s= new String("hello");**

**String result = reverseString(s);**

**System.out.println( + result);**

**}**

**}**
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**4. Evaluate a postfix expression using a stack.**

* **Test Case 1**:  
  Input: "5 3 + 2 \*"  
  Output: 16
* **Test Case 2**:  
  Input: "4 5 \* 6 /"  
  Output: 3

public class postfix {

static int MAX\_SIZE = 100;

int[] stack;

int top;

public postfix() {

stack = new int[MAX\_SIZE];

top = -1;

}

boolean isEmpty() {

return top == -1;

}

void push(int value) {

if (top < MAX\_SIZE - 1) {

stack[++top] = value;

} else {

System.out.println("Stack Overflow");

}

}

int pop() {

if (!isEmpty()) {

return stack[top--];

} else {

System.out.println("Stack Underflow");

return -1;

}

}

public int evaluatePostfix(String expression) {

String[] tokens = expression.split(" ");

for (String token : tokens) {

if (isNumeric(token)) {

push(Integer.parseInt(token));

} else {

int b = pop();

int a = pop();

int result = performOperation(a, b, token);

push(result);

}

}

return pop();

}

boolean isNumeric(String str) {

try {

Integer.parseInt(str);

return true;

} catch (NumberFormatException e) {

return false;

}

}

int performOperation(int a, int b, String operator) {

switch (operator) {

case "+":

return a + b;

case "-":

return a - b;

case "\*":

return a \* b;

case "/":

return a / b;

default:

return 0;

}

}

public static void main(String[] args) {

postfix p = new postfix();

String testCase1 = "5 3 + 2 \*";

int result1 = p.evaluatePostfix(testCase1);

System.out.println("Output for Test Case 1: " + result1);

String testCase2 = "4 5 \* 6 /";

int result2 = p.evaluatePostfix(testCase2);

System.out.println("Output for Test Case 2: " + result2);

}

}

Output:
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**5. Convert an infix expression to postfix using a stack.**

* **Test Case 1**:  
  Input: "A + B \* C"  
  Output: "A B C \* +"
* **Test Case 2**:  
  Input: "A \* B + C / D"  
  Output: "A B \* C D / +"

class Stack {

int max = 100;

char[] array = new char[max];

int top = -1;

void push(char c) {

if (top < max - 1) {

array[++top] = c;

} else {

System.out.println("Stack Overflow");

}

}

char pop() {

if (top >= 0) {

return array[top--];

} else {

System.out.println("Stack Underflow");

return '\0';

}

}

char peek() {

if (top >= 0) {

return array[top];

} else {

return '\0';

}

}

boolean isEmpty() {

return top == -1;

}

}

public class InfixToPostfix {

public static int precedence(char op) {

switch (op) {

case '+':

case '-':

return 1;

case '\*':

case '/':

return 2;

default:

return 0;

}

}

public static String convert(String infix) {

Stack stack = new Stack();

StringBuilder postfix = new StringBuilder();

for (char c : infix.toCharArray()) {

if (Character.isLetter(c)) {

postfix.append(c).append(" ");

} else if (c == '(') {

stack.push(c);

} else if (c == ')') {

while (stack.peek() != '(') {

postfix.append(stack.pop()).append(" ");

}

stack.pop();

} else if (c == '+' || c == '-' || c == '\*' || c == '/') {

while (!stack.isEmpty() && precedence(c) <= precedence(stack.peek())) {

postfix.append(stack.pop()).append(" ");

}

stack.push(c);

}

}

while (!stack.isEmpty()) {

if (stack.peek() == '(') {

stack.pop();

} else {

postfix.append(stack.pop()).append(" ");

}

}

return postfix.toString().trim();

}

public static void main(String[] args) {

System.out.println(convert("A + B \* C"));

}

}

Output:
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**6. Implement a Queue using an array.**

* **Test Case 1**:  
  Input: Enqueue 5, Enqueue 10, Dequeue  
  Output: Queue = [10], Dequeued element = 5
* **Test Case 2**:  
  Input: Enqueue 1, 2, 3, Dequeue, Dequeue  
  Output: Queue = [3], Dequeued elements = 1, 2

class Queue {

int max = 100;

int[] array = new int[max];

int front = 0;

int rear = -1;

int size = 0;

void enqueue(int element) {

if (size < max) {

array[++rear] = element;

size++;

} else {

System.out.println("Queue Overflow");

}

}

int dequeue() {

if (size > 0) {

int temp = array[front];

for (int i = 0; i < size - 1; i++) {

array[i] = array[i + 1];

}

size--;

rear--;

return temp;

} else {

System.out.println("Queue Underflow");

return -1;

}

}

void display() {

System.out.print("Queue = [");

for (int i = 0; i < size; i++) {

System.out.print(array[i]);

if (i < size - 1) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

public class arrayQueue {

public static void main(String[] args) {

Queue queue = new Queue();

queue.enqueue(5);

queue.enqueue(10);

System.out.print("Dequeued element = ");

System.out.println(queue.dequeue());

queue.display();

}

}

Output:
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**7. Implement a Circular Queue using an array.**

* **Test Case 1**:  
  Input: Enqueue 4, 5, 6, 7, Dequeue, Enqueue 8  
  Output: Queue = [8, 5, 6, 7]
* **Test Case 2**:  
  Input: Enqueue 1, 2, 3, 4, Dequeue, Dequeue, Enqueue 5  
  Output: Queue = [5, 3, 4]

class CircularQueue {

int max = 5;

int[] array = new int[max];

int front = 0;

int rear = -1;

int size = 0;

void enqueue(int element) {

if (isFull()) {

System.out.println("Queue Overflow");

} else {

rear = (rear + 1) % max;

array[rear] = element;

size++;

}

}

int dequeue() {

if (isEmpty()) {

System.out.println("Queue Underflow");

return -1;

} else {

int temp = array[front];

front = (front + 1) % max;

size--;

return temp;

}

}

boolean isFull() {

return size == max;

}

boolean isEmpty() {

return size == 0;

}

void display() {

System.out.print("Queue = [");

int temp = front;

for (int i = 0; i < size; i++) {

System.out.print(array[temp]);

temp = (temp + 1) % max;

if (i < size - 1) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

public class cQueue {

public static void main(String[] args) {

CircularQueue queue = new CircularQueue();

queue.enqueue(4);

queue.enqueue(5);

queue.enqueue(6);

queue.enqueue(7);

queue.dequeue();

queue.enqueue(8);

queue.display();

}

}

Output:
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**8. Implement a Queue using two Stacks.**

* **Test Case 1**:  
  Input: Enqueue 3, Enqueue 7, Dequeue  
  Output: Queue = [7], Dequeued element = 3
* **Test Case 2**:  
  Input: Enqueue 10, 20, Dequeue, Dequeue  
  Output: Queue = [], Dequeued elements = 10, 20

Program:

class Stack {

int max = 100;

int[] array = new int[max];

int top = -1;

void push(int element) {

if (top < max - 1) {

array[++top] = element;

} else {

System.out.println("Stack Overflow");

}

}

int pop() {

if (top >= 0) {

return array[top--];

} else {

System.out.println("Stack Underflow");

return -1;

}

}

boolean isEmpty() {

return top == -1;

}

}

class Queue {

Stack stack1;

Stack stack2;

Queue() {

stack1 = new Stack();

stack2 = new Stack();

}

void enqueue(int element) {

stack1.push(element);

}

int dequeue() {

if (stack2.isEmpty()) {

while (!stack1.isEmpty()) {

stack2.push(stack1.pop());

}

}

return stack2.pop();

}

void display() {

System.out.print("Queue = [");

if (!stack2.isEmpty()) {

int[] temp = new int[stack2.top + 1];

int index = stack2.top;

while (!stack2.isEmpty()) {

temp[index--] = stack2.pop();

}

for (int i = 0; i < temp.length; i++) {

System.out.print(temp[i]);

if (i < temp.length - 1) {

System.out.print(", ");

}

}

} else {

int[] temp = new int[stack1.top + 1];

int index = stack1.top;

while (!stack1.isEmpty()) {

temp[index--] = stack1.pop();

}

for (int i = 0; i < temp.length; i++) {

System.out.print(temp[i]);

if (i < temp.length - 1) {

System.out.print(", ");

}

stack1.push(temp[i]);

}

}

System.out.println("]");

}

}

public class queueTwoStack {

public static void main(String[] args) {

Queue queue = new Queue();

queue.enqueue(3);

queue.enqueue(7);

System.out.print("Dequeued element = ");

System.out.println(queue.dequeue());

queue.display();

}

}

Output:
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**9. Implement a Min-Heap.**

* **Test Case 1**:  
  Input: Insert 10, 15, 20, 17, Extract Min  
  Output: Min-Heap = [15, 17, 20], Extracted Min = 10
* **Test Case 2**:  
  Input: Insert 30, 40, 20, 50, Extract Min  
  Output: Min-Heap = [30, 40, 50], Extracted Min = 20

class MinHeap {

int[] heap;

int size;

int capacity;

MinHeap(int capacity) {

this.capacity = capacity;

this.heap = new int[capacity + 1];

this.size = 0;

}

void insert(int value) {

if (size == capacity) {

System.out.println("Heap Overflow");

return;

}

heap[++size] = value;

int index = size;

while (index > 1 && heap[index] < heap[parent(index)]) {

swap(index, parent(index));

index = parent(index);

}

}

int extractMin() {

if (size == 0) {

System.out.println("Heap Underflow");

return -1;

}

int min = heap[1];

heap[1] = heap[size--];

heapify(1);

return min;

}

void heapify(int index) {

int smallest = index;

int left = leftChild(index);

int right = rightChild(index);

if (left <= size && heap[left] < heap[smallest]) {

smallest = left;

}

if (right <= size && heap[right] < heap[smallest]) {

smallest = right;

}

if (smallest != index) {

swap(index, smallest);

heapify(smallest);

}

}

int parent(int index) {

return index / 2;

}

int leftChild(int index) {

return 2 \* index;

}

int rightChild(int index) {

return 2 \* index + 1;

}

void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

void display() {

System.out.print("Min-Heap = [");

for (int i = 1; i <= size; i++) {

System.out.print(heap[i]);

if (i < size) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

public class Heap1 {

public static void main(String[] args) {

MinHeap minHeap = new MinHeap(10);

minHeap.insert(10);

minHeap.insert(15);

minHeap.insert(20);

minHeap.insert(17);

System.out.print("Extracted Min = ");

System.out.println(minHeap.extractMin());

minHeap.display();

}

}

Output:
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**10. Implement a Max-Heap.**

* **Test Case 1**:  
  Input: Insert 12, 7, 15, 5, Extract Max  
  Output: Max-Heap = [12, 7, 5], Extracted Max = 15
* **Test Case 2**:  
  Input: Insert 8, 20, 10, 3, Extract Max  
  Output: Max-Heap = [10, 8, 3], Extracted Max = 20

Program:

class MaxHeap {

int[] heap;

int size;

int capacity;

MaxHeap(int capacity) {

this.capacity = capacity;

this.heap = new int[capacity + 1];

this.size = 0;

}

void insert(int value) {

if (size == capacity) {

System.out.println("Heap Overflow");

return;

}

heap[++size] = value;

int index = size;

while (index > 1 && heap[index] > heap[parent(index)]) {

swap(index, parent(index));

index = parent(index);

}

}

int extractMax() {

if (size == 0) {

System.out.println("Heap Underflow");

return -1;

}

int max = heap[1];

heap[1] = heap[size--];

heapify(1);

return max;

}

void heapify(int index) {

int largest = index;

int left = leftChild(index);

int right = rightChild(index);

if (left <= size && heap[left] > heap[largest]) {

largest = left;

}

if (right <= size && heap[right] > heap[largest]) {

largest = right;

}

if (largest != index) {

swap(index, largest);

heapify(largest);

}

}

int parent(int index) {

return index / 2;

}

int leftChild(int index) {

return 2 \* index;

}

int rightChild(int index) {

return 2 \* index + 1;

}

void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

void display() {

System.out.print("Max-Heap = [");

for (int i = 1; i <= size; i++) {

System.out.print(heap[i]);

if (i < size) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

public class Heap2 {

public static void main(String[] args) {

MaxHeap maxHeap = new MaxHeap(10);

maxHeap.insert(12);

maxHeap.insert(7);

maxHeap.insert(15);

maxHeap.insert(5);

System.out.print("Extracted Max = ");

System.out.println(maxHeap.extractMax());

maxHeap.display();

}

}

Output:
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**11. Sort an array using a heap (Heap Sort).**

* **Test Case 1**:  
  Input: [5, 1, 12, 3, 9]  
  Output: [1, 3, 5, 9, 12]
* **Test Case 2**:  
  Input: [20, 15, 8, 10]  
  Output: [8, 10, 15, 20]

class HeapSort {

void heapify(int[] array, int n, int i) {

int largest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

if (left < n && array[left] > array[largest]) {

largest = left;

}

if (right < n && array[right] > array[largest]) {

largest = right;

}

if (largest != i) {

swap(array, i, largest);

heapify(array, n, largest);

}

}

void swap(int[] array, int i, int j) {

int temp = array[i];

array[i] = array[j];

array[j] = temp;

}

void sort(int[] array) {

int n = array.length;

// Build max heap

for (int i = n / 2 - 1; i >= 0; i--) {

heapify(array, n, i);

}

// Extract elements one by one

for (int i = n - 1; i >= 0; i--) {

swap(array, 0, i);

heapify(array, i, 0);

}

}

void display(int[] array) {

System.out.print("[");

for (int i = 0; i < array.length; i++) {

System.out.print(array[i]);

if (i < array.length - 1) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

public class hSort {

public static void main(String[] args) {

HeapSort heapSort = new HeapSort();

int[] array = {5, 1, 12, 3, 9};

System.out.println("Original array:");

heapSort.display(array);

heapSort.sort(array);

System.out.println("Sorted array:");

heapSort.display(array);

}

}

Output:
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**12. Find the kth largest element in a stream of numbers using a heap.**

* **Test Case 1**:  
  Input: Stream = [3, 10, 5, 20, 15], k = 3  
  Output: 10
* **Test Case 2**:  
  Input: Stream = [7, 4, 8, 2, 9], k = 2  
  Output: 8

Program:

class MinHeap {

int[] heap;

int size;

int capacity;

MinHeap(int capacity) {

this.capacity = capacity;

this.heap = new int[capacity + 1];

this.size = 0;

}

void insert(int num) {

if (size == capacity) {

return;

}

heap[++size] = num;

int index = size;

while (index > 1 && heap[index] < heap[parent(index)]) {

swap(index, parent(index));

index = parent(index);

}

}

void deleteMin() {

if (size == 0) {

return;

}

heap[1] = heap[size--];

heapify(1);

}

int peek() {

return heap[1];

}

int parent(int index) {

return index / 2;

}

void heapify(int index) {

int smallest = index;

int left = leftChild(index);

int right = rightChild(index);

if (left <= size && heap[left] < heap[smallest]) {

smallest = left;

}

if (right <= size && heap[right] < heap[smallest]) {

smallest = right;

}

if (smallest != index) {

swap(index, smallest);

heapify(smallest);

}

}

int leftChild(int index) {

return 2 \* index;

}

int rightChild(int index) {

return 2 \* index + 1;

}

void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

}

class KthLargest {

MinHeap minHeap;

int k;

KthLargest(int k) {

this.k = k;

this.minHeap = new MinHeap(k);

}

void add(int num) {

if (minHeap.size < k) {

minHeap.insert(num);

} else if (num > minHeap.peek()) {

minHeap.deleteMin();

minHeap.insert(num);

}

}

int getKthLargest() {

return minHeap.peek();

}

}

public class kthHeap {

public static void main(String[] args) {

KthLargest kthLargest = new KthLargest(3);

int[] stream = {3, 10, 5, 20, 15};

for (int num : stream) {

kthLargest.add(num);

}

System.out.println("Kth Largest: " + kthLargest.getKthLargest());

}

}

Output:
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**13. Implement a Priority Queue using a heap.**

* **Test Case 1**:  
  Input: Enqueue with priorities: 3 (priority 1), 10 (priority 3), 5 (priority 2), Dequeue  
  Output: Dequeued element = 10 (highest priority), Priority Queue = [5, 3]
* **Test Case 2**:  
  Input: Enqueue with priorities: 7 (priority 4), 8 (priority 2), 6 (priority 3), Dequeue  
  Output: Dequeued element = 7, Priority Queue = [6, 8]

Program:

class PriorityQueue {

int[] heap;

int size;

int capacity;

PriorityQueue(int capacity) {

this.capacity = capacity;

this.heap = new int[capacity + 1];

this.size = 0;

}

void enqueue(int value, int priority) {

if (size == capacity) {

System.out.println("Priority Queue Overflow");

return;

}

heap[++size] = value;

int index = size;

while (index > 1 && getPriority(index) > getPriority(parent(index))) {

swap(index, parent(index));

index = parent(index);

}

}

int dequeue() {

if (size == 0) {

System.out.println("Priority Queue Underflow");

return -1;

}

int value = heap[1];

heap[1] = heap[size--];

heapify(1);

return value;

}

int getPriority(int index) {

// Assuming priority is stored along with value in the heap array

// Here, we're using a simple representation where higher value means higher priority

return heap[index];

}

int parent(int index) {

return index / 2;

}

void heapify(int index) {

int largest = index;

int left = leftChild(index);

int right = rightChild(index);

if (left <= size && getPriority(left) > getPriority(largest)) {

largest = left;

}

if (right <= size && getPriority(right) > getPriority(largest)) {

largest = right;

}

if (largest != index) {

swap(index, largest);

heapify(largest);

}

}

int leftChild(int index) {

return 2 \* index;

}

int rightChild(int index) {

return 2 \* index + 1;

}

void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

void display() {

System.out.print("Priority Queue = [");

for (int i = 1; i <= size; i++) {

System.out.print(heap[i]);

if (i < size) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

class PriorityElement {

int value;

int priority;

PriorityElement(int value, int priority) {

this.value = value;

this.priority = priority;

}

}

public class pQ {

public static void main(String[] args) {

PriorityQueue priorityQueue = new PriorityQueue(10);

priorityQueue.enqueue(3, 1);

priorityQueue.enqueue(10, 3);

priorityQueue.enqueue(5, 2);

System.out.print("Dequeued element = ");

System.out.println(priorityQueue.dequeue());

priorityQueue.display();

}

}

Output:
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**14. Design an algorithm to implement a stack with a getMin() function to return the minimum element in constant time.**

* **Test Case 1**:  
  Input: Push 5, Push 3, Push 7, Get Min  
  Output: Min = 3
* **Test Case 2**:  
  Input: Push 10, Push 8, Push 6, Push 12, Get Min  
  Output: Min = 6

class Stack {

int[] stack;

int[] minStack;

int top;

int minTop;

Stack(int size) {

stack = new int[size];

minStack = new int[size];

top = -1;

minTop = -1;

}

void push(int value) {

if (top == stack.length - 1) {

System.out.println("Stack Overflow");

return;

}

stack[++top] = value;

if (minTop == -1 || value <= minStack[minTop]) {

minStack[++minTop] = value;

}

}

int pop() {

if (top == -1) {

System.out.println("Stack Underflow");

return -1;

}

int value = stack[top--];

if (value == minStack[minTop]) {

minTop--;

}

return value;

}

int getMin() {

if (minTop == -1) {

System.out.println("Stack is empty");

return -1;

}

return minStack[minTop];

}

void display() {

System.out.print("Stack: ");

for (int i = 0; i <= top; i++) {

System.out.print(stack[i] + " ");

}

System.out.println();

}

}

public class getStack {

public static void main(String[] args) {

Stack stack = new Stack(10);

stack.push(5);

stack.push(3);

stack.push(7);

stack.display();

System.out.println("Min = " + stack.getMin());

}

}

Output:

![](data:image/png;base64,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)

**15. Design a Circular Queue with a fixed size, supporting enqueue, dequeue, and isFull/isEmpty operations.**

* **Test Case 1**:  
  Input: Size = 4, Enqueue 1, 2, 3, 4, isFull()  
  Output: True
* **Test Case 2**:  
  Input: Size = 3, Enqueue 5, 6, Dequeue, Enqueue 7, isEmpty()  
  Output: False

Program:

class CircularQueue {

int[] queue;

int front;

int rear;

int size;

int capacity;

CircularQueue(int capacity) {

this.capacity = capacity;

this.queue = new int[capacity];

this.front = 0;

this.rear = 0;

this.size = 0;

}

void enqueue(int value) {

if (isFull()) {

System.out.println("Queue Overflow");

return;

}

queue[rear] = value;

rear = (rear + 1) % capacity;

size++;

}

int dequeue() {

if (isEmpty()) {

System.out.println("Queue Underflow");

return -1;

}

int value = queue[front];

front = (front + 1) % capacity;

size--;

return value;

}

boolean isFull() {

return size == capacity;

}

boolean isEmpty() {

return size == 0;

}

void display() {

if (isEmpty()) {

System.out.println("Queue is empty");

return;

}

int tempFront = front;

for (int i = 0; i < size; i++) {

System.out.print(queue[tempFront] + " ");

tempFront = (tempFront + 1) % capacity;

}

System.out.println();

}

}

public class cQueue2 {

public static void main(String[] args) {

CircularQueue queue = new CircularQueue(4);

queue.enqueue(1);

queue.enqueue(2);

queue.enqueue(3);

queue.enqueue(4);

System.out.println("Is Full: " + queue.isFull());

queue.display();

}

}

Output:
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